|  |  |
| --- | --- |
| [A](https://codeforces.com/group/Vk6pDIfre6/contest/322714/problem/A) | [Лотерея](https://codeforces.com/group/Vk6pDIfre6/contest/322714/problem/A) |

**Решение Python**

**print(**0**)**

|  |  |
| --- | --- |
| [B](https://codeforces.com/group/Vk6pDIfre6/contest/322714/problem/B) | [Найди кратные](https://codeforces.com/group/Vk6pDIfre6/contest/322714/problem/B) |
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**Решение С++**

#include <iostream>

**using** **namespace** std**;**

int main**()** **{**

int t**;**

cin **>>** t**;**

**while** **(**t**--)** **{**

int l**,** r**;**

cin **>>** l **>>** r**;**

cout **<<** l **<<** " " **<<** l **\*** 2 **<<** endl**;**

**}**

**return** 0**;**

**}**

**Решение Python**

T **=** int**(**input**())**

**for** i **in** range**(**T**):**

l**,** r **=** map**(**int**,** input**().**split**())**

**print(**l**,** l **\*** 2**)**

|  |  |
| --- | --- |
| [C](https://codeforces.com/group/Vk6pDIfre6/contest/322714/problem/C) | [Побег](https://codeforces.com/group/Vk6pDIfre6/contest/322714/problem/C) |

Каждая сломанная стена увеличивает число связных областей плоскости максимум на 1. Поскольку в конце каждая клетка должна быть в той же области, что и внешнее пространство, в конце должна быть только одна связная область, а значит, ответ хотя бы *nm* (потому что вначале областей было *nm*+1).

Добиться цели, удалив ровно *nm* стен, можно, например, сломав верхнюю стену в каждой клетке.

**Решение С++**

#include <iostream>

**using** **namespace** std**;**

long long x**,** y**,** n**;**

int main**()** **{**

cin **>>** n**;**

**for** **(**int i **=** 0**;** i **<** n**;** i**++)** **{**

cin **>>** x **>>** y**;**

cout **<<** x **\*** y **<<** endl**;**

**}**

**}**

|  |  |
| --- | --- |
| [D](https://codeforces.com/group/Vk6pDIfre6/contest/322714/problem/D) | [Математическое ожидание](https://codeforces.com/group/Vk6pDIfre6/contest/322714/problem/D) |

Если вероятность события a/b, то количество шагов для возникновения этого события b/a. Например для 6-гранного кубика матожидание количества шагов для выпадения 3 равно 6, так как вероятность выпадения 3 равна ⅙.

То есть дано n, нужно вывести n

**Решение Python**

**print(**input**())**

|  |  |
| --- | --- |
| [E](https://codeforces.com/group/Vk6pDIfre6/contest/322714/problem/E) | [Петя и орешки](https://codeforces.com/group/Vk6pDIfre6/contest/322714/problem/E) |

Нужно посчитать количество орехов, которые не подходят и прибавить 1.

**Решение С++**

#include <iostream>

#include <string>

#include <vector>

#include <set>

#include <algorithm>

#include <map>

#include <stack>

#include <iomanip>

#define ll long long

**using** **namespace** std**;**

ll a**,** b**,** c**,** d**,** x**,** y**,** n**,** m**[**200200**],** k**;**

int main**()** **{**

cin **>>** n **>>** x**;**

**for** **(**int i **=** 0**;** i **<** n**;** i**++)** **{**

cin **>>** m**[**i**];**

**}**

cin **>>** k**;**

**for** **(**int i **=** 0**;** i **<** k**;** i**++)** **{**

cin **>>** y**;**

x **-=** m**[**y **-** 1**];**

**}**

cout **<<** x **+** 1**;**

**}**

**Решение Python**

n**,** x **=** map**(**int**,** input**().**split**())**

ar1 **=** list**(**map**(**int**,** input**().**split**()))**

k **=** int**(**input**())**

ar2 **=** list**(**map**(**int**,** input**().**split**()))**

kek **=** set**()**

**for** elem **in** ar2**:**

kek**.**add**(**elem**)**

ans **=** 1

**for** i **in** range**(**n**):**

**if** i **+** 1 **not** **in** kek**:**

ans **+=** ar1**[**i**]**

**print(**ans**)**

|  |  |
| --- | --- |
| [F](https://codeforces.com/group/Vk6pDIfre6/contest/322714/problem/F) | [Вероятность](https://codeforces.com/group/Vk6pDIfre6/contest/322714/problem/F) |
|  |  |

Нужно посчитать количество положительных исходов и поделить на общее количество (n\*m)

**Решение С++**

#include <algorithm>

#include <iostream>

using namespace std;

int main() {

int n, m, s;

cin >> n >> m >> s;

int cnt = 0;

for (int i = 1; i <= n; i++)

for (int j = 1; j <= m; j++)

if (i + j == s)

cnt++;

printf("%.12lf\n", cnt \* 1.0 / (n \* m));

return 0;

}

|  |  |
| --- | --- |
| [G](https://codeforces.com/group/Vk6pDIfre6/contest/322714/problem/G) | [Петя, Вася и факториалы](https://codeforces.com/group/Vk6pDIfre6/contest/322714/problem/G) |

Все факториалы больше 1 четные, поэтому Петя может выиграть только при n = 1, а при n = 2 будет ничья. Во всех остальных случаях он проигрывает.

**Решение С++**

#include <iostream>

#include <string>

**using** **namespace** std**;**

int n**,**

int main**()** **{**

cin **>>** n**;**

**if** **(**n **==** 1**)** **{**

cout **<<** "Win"**;**

**return** 0**;**

**}**

**if** **(**n **==** 2**)** **{**

cout **<<** "Draw"**;**

**return** 0**;**

**}**

cout **<<** "Lose"**;**

**}**

**Решение Python**

n **=** int**(**input**())**

**if** n **==** 1**:**

**print(**'Win'**)**

**elif** n **==** 2**:**

**print(**'Draw'**)**

**else:**

**print(**'Lose'**)**

|  |  |
| --- | --- |
| [H](https://codeforces.com/group/Vk6pDIfre6/contest/322714/problem/H) | [Случайные команды](https://codeforces.com/group/Vk6pDIfre6/contest/322714/problem/H) |

Если переформулировать задачу в терминах теории графов, то ее можно сформулировать следующим образом: имеется граф, состоящий из *n* вершин и *m* компонент связности. Внутри каждой компоненты связности каждая пара вершин этой компоненты связана ребром. Другими словами, каждая компонента связности является полносвязной. Какое наименьшее и какое наибольшее количество ребер может содержать такой граф? Рассмотрим процесс построения графа из *n* вершин и *m* компонент связности. Для начала предположим, что каждая из *m* компонент содержит ровно одну вершину. Остается распределить оставшиеся *n* - *m* вершин так, чтобы минимизировать или максимизировать количество ребер. Заметим, что при добавлении новой вершины в компоненту связности размера *k*, количество ребер увеличивается на *k* (новая вершина соединяется с каждой из уже существующих одним ребром). Следовательно, для того, чтобы минимизировать количество образованных ребер на каждом шаге, требуется каждый раз добавлять вершину в компоненту связности наименьшего размера. Если действовать согласно такой стратегии, то после распределения вершин по компонентам связности появится ![https://espresso.codeforces.com/f2dd69fd7a1b67aa1fd1d3d893bb4e863c673845.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFAAAAAOCAQAAAASnFOhAAAAAmJLR0QA/4ePzL8AAAAJcEhZcwAAAPoAAAD6AMc4FXoAAAAHdElNRQfjBBkQCgUSNsIsAAAAEGNhTnYAAABWAAAAEgAAAAMAAAAC0cG+CwAAAt5JREFUSMfN1EtM3FUUx/EP82CGUh6dP8UppFN5WEJaebapto0xdKGLutGNUTfGuHDVXVfuTXTlxhg11YUxTXSjwcYaGrAxxtS2wUYrjQqCBdpCQRpgOgzMuHAyEUqxbIhnde/Jvb/7zbm/c9iqiHrNgE9Vb+5aaMsAl33ie3VK/q+AeXMm5Td7besAsdnqQUSJhLxZVKoyY37D86Xi4maFBbKm5cQEVkxbKUIkJC2akPlXGRJipu7LEJi3ICwQNWVJWJVtpmSIaNWlRZ+cOnldPvDbBoBHvCLlddXyjhj2lQ7LHjPlXVlEPSNlSIV6XxgGD3lOznVRDet+8WHNHnZao5hAjVPaxdRIedssL6v3ln7HlAp7z8kNK1jmKSNOSOAJg05I4oBLusDzPlQLnnVKDSq846QYAh/5zo41ioGX7HLO+/ahzjfe0IFAn6cJyZjR4JrzllBu24aAaZNWXDeDCXFzbmBMRAo1XnXeLTAg5TiOe9xpGdx2Re4exaRREbW+9TNCqowZRNR2MULOCKT0yiKhwS//4doSWTMgL2u26LJStGguOm3Roh4RPW4Vc7l19EZdsN9d/aBJ3jmwW5nfCflLs6irYL8ygx407u3JCrFVLqtVKuFOsYHWi3kZ3cbcAO0m/AkOu2n0nzFzwLhJ0GPIHxrFHhhyddy0IFqsadiItOsCkUJu/SkY12nQEsI6/CSNMk8akLY3JKLDFWkkHHVWVOeG8yovX3govybPNZe0FfZJgV55Z1TbXchVK1kHMpByGSS0ugia7PG1egdDkpr8AKLShnUZdve+eLXaVNpnpxodKrVISuhUqVWdRW96RI/tkl7Qqw/9PvOiWuXatQt0K1+j2SpUsFijWGEVN+22DhfDKiR9bg5peXvNurCBZ7odMqbUnB2OGheyIO6YCWT8asKQQ9o8atjH0lhxWbWDmpQYt1OFq+ZWadZZctYydsn5UhZ3VNpjxI9/A2Ee1nhM+Sn7AAAAJXRFWHRkYXRlOmNyZWF0ZQAyMDE5LTA0LTI1VDEzOjEwOjA1KzAzOjAwMtmPDQAAACV0RVh0ZGF0ZTptb2RpZnkAMjAxOS0wNC0yNVQxMzoxMDowNSswMzowMEOEN7EAAAAhdEVYdHBzOkhpUmVzQm91bmRpbmdCb3gANTV4MTErMTE5KzY1MLJ+hu4AAAAndEVYdHBzOkxldmVsAEFkb2JlRm9udC0xLjA6IENNTUkxMiAwMDMuMDAyCjEXlrsAAAA/dEVYdHBzOlNwb3RDb2xvci0wAHRlbXBmMmRkNjlmZDdhMWI2N2FhMWZkMWQzZDg5M2JiNGU4NjNjNjczODQ1LmR2acUCoq8AAAAASUVORK5CYII=)компонент размера ![https://espresso.codeforces.com/23bf9240219e1f4e57857064942c58e0a30a02e7.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABoAAAAXCAQAAAC/3ZebAAAAAmJLR0QA/4ePzL8AAAAJcEhZcwAAAPoAAAD6AMc4FXoAAAAHdElNRQfjBBkQCgaLP5OWAAAAEGNhTnYAAAAlAAAAGQAAAAYAAAABBUPuVgAAAW1JREFUOMut1M1qEwEUxfFfJmOKIYaxCUigglSD1TaFgkjX4s6lvoAPIm7ciD6FTyAqCC5c1W7UqFgKKjTSEKtEgv1QSprMuJOmmTRZeNbnf+85cLkZK/b0BFY81DVaRQ+c1VfU4LkLppWcknGcMiIlkRsehXo6OsYr8QtsS8LUIMt2bDmvYNXPYUOQAl2Rd8c1Xyy5mbY0TBnTEYu90JJzMg0a3hR7r+aTlsicesrY1HiBRXUs6WpbngyKZH1AzzeXNCfpxK67trCq6bf2OCgwKy+RiGQkEgUV7Gs4GAWFbpvTH6qw6d7hAxiEDtxPDdy3OzpeYscECiYx/RdouEFRYk9RTkcgsj/YJw0qu27BGz1Vf2zKmffY+vHxqjYsOOOZz25peuq0q+M6rYtlPcE5b63Jm9EYB227qKUtdNk7zOOrylHo6GeoWdNTMuMjajbMKg9asspeH7qrE6pe+W5awUtdXRU/1MX/HFP8BSf8Ze8Xr/S3AAAAJXRFWHRkYXRlOmNyZWF0ZQAyMDE5LTA0LTI1VDEzOjEwOjA2KzAzOjAwAzGVkAAAACV0RVh0ZGF0ZTptb2RpZnkAMjAxOS0wNC0yNVQxMzoxMDowNiswMzowMHJsLSwAAAAhdEVYdHBzOkhpUmVzQm91bmRpbmdCb3gAMjR4MTYrMTE5KzY0NsCxNWQAAAAndEVYdHBzOkxldmVsAEFkb2JlRm9udC0xLjA6IENNRVgxMCAwMDMuMDAyCvhcNHgAAAA/dEVYdHBzOlNwb3RDb2xvci0wAHRlbXAyM2JmOTI0MDIxOWUxZjRlNTc4NTcwNjQ5NDJjNThlMGEzMGEwMmU3LmR2aea5h7oAAAAASUVORK5CYII=) и ![https://espresso.codeforces.com/c8af2c82914e21d3966b364d091f3ab39e4251c2.png](data:image/png;base64,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) компонент размера ![https://espresso.codeforces.com/a742da0bd78ccd90499f2053cc9404817940aa21.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABoAAAAXCAQAAAC/3ZebAAAAAmJLR0QA/4ePzL8AAAAJcEhZcwAAAPoAAAD6AMc4FXoAAAAHdElNRQfjBBkQCgf8OKMAAAAAEGNhTnYAAAAlAAAAGQAAAAYAAAABBUPuVgAAAWFJREFUOMut0sFqE2EUxfFfppNBQwxTLIRCF1IpVtsIBSkRXIkL9/oCPoi4cePOR/ARRF25FGxdaFqxFKvQSkLMIiVgo1JsZsaNCyUTk4hn+XH/3znncnkkNo3WPQycFUwFRWanA34pzHmrqDvScV7ZhsPhgTynK0ruuu6jNbcmcwr0pFLPtUVO50HDTqltNXvaYssaeQWC3I8ua2DND131yaDYjLcY+Oyi1mTb67ungw0t33THQYFFJZlMrCCTKZvHsQMno6DQHcuSoQpN9/VGQSce5AZO9EfHyxyZQP90e//pYCsyX1VEegKx4z/75EFzblj12sCS75oiKx7b/Xu8JftWVT3zwW0tT81aH9dpV2rGE5zzxo6SBQfjoC8uaOsKXbKFFXwy/9tEJgvFbuor6GhIULNjoGrBO9TsW3SoI3JNWaLmVGhTXSawZVuiqOUlIi808coZBe9RdFVVqmjzJ12IYrWvGljlAAAAJXRFWHRkYXRlOmNyZWF0ZQAyMDE5LTA0LTI1VDEzOjEwOjA3KzAzOjAwpUaeJAAAACV0RVh0ZGF0ZTptb2RpZnkAMjAxOS0wNC0yNVQxMzoxMDowNyswMzowMNQbJpgAAAAhdEVYdHBzOkhpUmVzQm91bmRpbmdCb3gAMjR4MTYrMTE5KzY0NsCxNWQAAAAndEVYdHBzOkxldmVsAEFkb2JlRm9udC0xLjA6IENNRVgxMCAwMDMuMDAyCvhcNHgAAAA/dEVYdHBzOlNwb3RDb2xvci0wAHRlbXBhNzQyZGEwYmQ3OGNjZDkwNDk5ZjIwNTNjYzk0MDQ4MTc5NDBhYTIxLmR2aTdK51AAAAAASUVORK5CYII=). Аналогично, для того, чтобы максимизировать количество ребер, на каждом шаге необходимо добавлять очередную вершину в компоненту связности наибольшего размера. Если действовать согласно такой стратегии, то образуется одна компонента связности размера *n* - *m* + 1, оставшиеся компоненты связности будут состоять из одной вершины. Зная количество компонент связности и их размеры, можно посчитать общее количество ребер. Для полносвязной компоненты, состоящей из *k* вершин, количество ребер равняется ![https://espresso.codeforces.com/76f5a76c24d5c9b5a7cde0307e6d8ab6c18a5833.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAC0AAAAZCAQAAAAP+G+qAAAAAmJLR0QA/4ePzL8AAAAJcEhZcwAAAPoAAAD6AMc4FXoAAAAHdElNRQfjBBkQCghsh76RAAAAEGNhTnYAAAAwAAAAHAAAAAEAAAABVNxiwAAAAmFJREFUSMfN1M1PVGcUx/HPHS6OxI4dUhgRpRWpFNsSQJtG4ktignHHsrowbI0LN/UfMLGNMca/wZULF12yaJNuGlcm6gBqaVNIqkGUqZjJTHlnxsVcERzAa0KT/u7iPs9zzvk+55znubcGH/tSyrR31eCkSQs+027WnM1VE72Pa/EUEqhz0dkq16R+E4oCn7tm3ybQwB6nXPIRyOrR8Qads+zPqoAjthtCWU7Bs03QCY069NkGCu7qF1bQGU1GhBoiY8X9mGFl0GlSzk71gnXRy7KyFlfmj2Tsr6DbzCnqc8l3K+a0FmPRuMewNv1+0CqO/vXKF4ToUnTQiAYv0WnBH1KSZqJNWo3L+M0es0irW4Upm7ZQBX9hH6GELo0OG3ULoQHTrkqpjdqx217dXrrnupIaR32ltHKA834yUYWelybUrMFlvS64Jum5G5aRtxh1ttuQH12V87u8Gb/4Ndq0okXVSpkhoV3gsQlJXTJ4LoeCWTujTj/yVN4nvpHAojnzq56SQEqjlF22R+gmf1FjtyeyXkkremApMs7psGxcKOOOKXlNHq5TOtQ6odWUtKIc6vUZlCeICg8l1gR0+942otVA7QZXr1onneft50lpTQf5x6fS/l5ZLcUENzpqUKGSzfoq2+Fb9+VjZ1vRIUWjEgRubuhUFgjeqeX9CpQqyQROf2Do/0Fx+xho1azWqMm46ERMv6/1Kmhxw4GtRQfOqDfktqQzcdFhLK+yrBKWzKz5722hDvrZsf8CXO+Kc7FP5wOUMuCEpEzcgLg5pAxYMumI41ud83lTxowZj39DXgND26EOZC4DeQAAACV0RVh0ZGF0ZTpjcmVhdGUAMjAxOS0wNC0yNVQxMzoxMDowOCswMzowMFMO7s0AAAAldEVYdGRhdGU6bW9kaWZ5ADIwMTktMDQtMjVUMTM6MTA6MDgrMDM6MDAiU1ZxAAAAIXRFWHRwczpIaVJlc0JvdW5kaW5nQm94ADMxeDE4KzEyMSs2NDb7onkMAAAAJnRFWHRwczpMZXZlbABBZG9iZUZvbnQtMS4wOiBDTU1JOCAwMDMuMDAyCsD8j7kAAAA/dEVYdHBzOlNwb3RDb2xvci0wAHRlbXA3NmY1YTc2YzI0ZDVjOWI1YTdjZGUwMzA3ZTZkOGFiNmMxOGE1ODMzLmR2aWyBb38AAAAASUVORK5CYII=). Следует помнить про необходимость использовать 64-битный тип данных для хранения количества ребер, которое квадратично зависит от значения *n*.

**Решение С++**

#include<iostream>

**using** **namespace** std**;**

long long comb**(**long long n**)**

**{**

long long k **=** n **\*** **(**n **-** 1**)** **/** 2**;**

**return** k**;**

**}**

int main**()**

**{**

long long n**,** m**;**

cin **>>** n **>>** m**;**

long long min **=** **((**m **-** **(**n **%** m**))** **\*** comb**(**n **/** m**))** **+** **((**n **%** m**)** **\*** comb**(**n **/** m **+** 1**));**

long long max **=** comb**(**n **-** m **+** 1**);**

cout **<<** min **<<** " " **<<** max **<<** endl**;**

**}**

**Решение Python**

n**,**m**=**map**(**int**,**input**().**split**())**

a**=**n**//**m

**print(** m**\***a**\*(**a**-**1**)//**2**+**a**\*(**n**%**m**)** **,** **(**n**-**m**)\*(**n**-**m**+**1**)//**2 **)**

|  |  |
| --- | --- |
| [I](https://codeforces.com/group/Vk6pDIfre6/contest/322714/problem/I) | [Петя, Вася, скажи орехам нет](https://codeforces.com/group/Vk6pDIfre6/contest/322714/problem/I) |

По сути, просто разбор двух случаев.

**Решение Python**

a**,** b **=** map**(**int**,** input**().**split**())**

**if** a **>=** b**:**

**if** b **==** 0**:**

**print(**2 **\*** a **+** 1**)**

**else:**

**print(**0**)**

**else:**

**if** 2 **\*** a **>** b**:**

**print(**0**)**

**else:**

**print(**b **+** 1**)**

|  |  |
| --- | --- |
| [J](https://codeforces.com/group/Vk6pDIfre6/contest/322714/problem/J) | [Сброс наковальни](https://codeforces.com/group/Vk6pDIfre6/contest/322714/problem/J) |

В этой задаче нужно было определить вероятность того, что уравнение ![https://espresso.codeforces.com/d48be85078589b6353dc498159fbb0739d6055a4.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJkAAAAWCAQAAAB5s/Y8AAAAAmJLR0QA/4ePzL8AAAAJcEhZcwAAAPoAAAD6AMc4FXoAAAAHdElNRQfjBBoNHxE5Em+IAAAAEGNhTnYAAACeAAAAGgAAAAMAAAACLf17wgAABVVJREFUWMPt2G9s1WcVB/DP795b+p+20NIyYaNMWLsVmUCQ2hEsEiY6EjNd4ost4qJLFuNYwhtjjBqXzCUkGo26hCUjMnVZGJsxkwzGZJsLODYTQNcBbR1/SkPpALv+b9d7fcHtzb3l3tsWLqkv/N5Xv+ec85xzvs9znuc8N5AOYfeoVWHAH/T5P1IQTju60jIva/WIGn+f6RD/1xBJO7pKo10ue9cmTxvKmbdArZoJY8NaDM40DZMi33xcMJSJslccMYLZun2SQ8eLPClkLGkk0O0p52eakUmw2P3aUOvP2rMp1vmT5ozSerOn7foxW5UoTfmVCOUgqSXm3jTCyjzja+CrdqjIrFjlB76cMZ3AjzVM0/VCz7r9JqW1TdNNmpnN/moemOOAb4TiBBQLI6w4TlKFTfZ61XJ5GSbKm/bu+IoT2hFWKEBEsWAKduN6sxRl1MnLcJGNY5YigWBK/iZirT6XwMd6rI+gQqNSFfZZqkaR38vzfWNi1ij1z+twkg7zrLId+TZYos2/3K0Muw1ktVtkuXKjDluuxiUvpZyFU0FYk6V6nVbukvembX27gbjPmEF1EQWatWnxpO2eUOm7XlPlVhFLhLycs+N/g7NacYcRJzzh5w4Y9Asjns9KdKO39HvOCr/yuDp79U/Lb8gWn/WUSx72oK1JkjyrVYpdYzHmiO7EV4GSxJEf1WNOxJ36HEdYSIt+25zRPoVuLDapRjLmWO+3oljgmHXGvKkbvTZ6QTSuVarWqZSm5m7vO69IscvO2i2agbBYxnhW+46tOhAV1ZZCZrUFCd/jCIw6li2ViE7/Rom7vGZUW8qkE1GnOXGCrRLSJIRAu/2TlEuzC44hcNxFKxx1AWGVCpLOl4f80PfsSQq/xUe41VyHcDhlztvcGz9poxpVa4hHc95fjCTy+7ZOR+PRt/hPkv2wl6a03EHSeR4i4gKYr3oKVd7nvPELo9dFnQJXe6uJaxxKWfdSzXYZQ0yHUsu8KIoySx1MIvusIyk9WkwHqDfk1DXRDOqM95VRPbrjsQUuJu2cak12GEaZhqT9fDWHgrSXRsxQUkzDBlQJxBBS7vJ4K7vMiJPIN1dnRso64ikQWOmg4xn06j1oZ9J+XWswvtKwQGV869erciDJbq/X0741VmvThXLh+N0FF72S5PGwt9JY1sjzAVho7oR4C33LorSFucvJxPcnWjXIM4KQEicivqjHez7nnCtoUJKFsqmhwX0e1udn8e8iG+1JlAoNoj5EYLO3U4otOuHpVOgLPtBthTeMCXxeexJlqYmmx7BeH4FG/VpTZEP2KExzBsZ0pXy/YY1KnahU7rmIX3pRrwo9ClVZ5PUbJIzLntHgATvjRb/SiCNJ8pXy1frYRlV+mrXFWGK7H+k2bEy+O8j+XEmDDx212HHLfNNJPSmyaDy+yfA399vod2I2OGlf2Ih+hfYYU6/MO/E1mQyB9d6fsBrj6DVo0BanHcUsjzroREJa6DH7DFqu2E5nsnoZMSxkyAs+ZTEOZfyL4B7n0s416pQ73abAWvu9M03Cr2LYMZ8xX51b7NBFoEQeQkozPNLTU/a4pVnkpfY7oBxr/FpJkqTOP6wRmuLbMhLXiyjN2rk/YlVGWb5Cdzlm3XURNj7HfLfIv4EZUDYJwQ/pdh9+YnPK+Ne9HX+x5RKzzcoqf8C7qnPjKnzdlsPX3DWp6PIlC3VY59lEOYU0eVSVc84YzSVjhrP0hWU22aLc6dx4nXopThdddtum2B9dSYwF+j0tZmCab4cbQ0yP3zDNh9aM4NNaHTRnpsPINa6/MCfHFfO86dBMp5hr/BeEV3vOpLDq5AAAACV0RVh0ZGF0ZTpjcmVhdGUAMjAxOS0wNC0yNlQxMDozMToxNyswMzowMEpAlHkAAAAldEVYdGRhdGU6bW9kaWZ5ADIwMTktMDQtMjZUMTA6MzE6MTcrMDM6MDA7HSzFAAAAInRFWHRwczpIaVJlc0JvdW5kaW5nQm94ADEwMXgxNisxMTkrNjQ23CpnuwAAACd0RVh0cHM6TGV2ZWwAQWRvYmVGb250LTEuMDogQ01NSTEyIDAwMy4wMDIKMReWuwAAAD90RVh0cHM6U3BvdENvbG9yLTAAdGVtcGQ0OGJlODUwNzg1ODliNjM1M2RjNDk4MTU5ZmJiMDczOWQ2MDU1YTQuZHZpZdA51QAAAABJRU5ErkJggg==) имеет хотя бы один действительный корень, при условии что величины p и q выбирались равновероятно и независимо в своих интервалах [0;a] и [ - b;b].

Для этого необходимо и достаточно чтобы дискриминант D = p - 4q был не меньше нуля. Для решения этой задачи можно было нарисовать на плоскости (p, q) прямоугольник с вершинами в точках (0,  - b), (a,  - b), (a, b) и (0, b) и линию p = 4q. Каждая точка прямоугольника соответствует возможным значениям p и q, а линия делит всю плоскость на две части - где уравнение имеет действительные корни, и где оно их не имеет. Тогда вследствие равновероятности и независимости выбора p и q ответ есть площадь пересечения прямоугольника с областью p ≥ 4q, отнесенная к площади самого прямоугольника, в случае его невырожденности ( a, b ≠ 0).

Если ровно одно из чисел a или b равно нулю, прямоугольник вырождается в отрезок, и искомая вероятность равна отношению длины пересечения отрезка с областью p ≥ 4q и всего отрезка. В случае a = b = 0 ответ на задачу, очевидно, равен 1.

Асимптотическая сложность решения - O(t)

**Решение С++**

#include <bits/stdc++.h>

using namespace std;

int main()

{

int t;

scanf("%d", &t);

while (t--) {

double a, b;

scanf("%lf%lf", &a, &b);

if (a \* b) {

if (b >= a / 4) {

printf("%0.6f\n", 0.5 + a / (16 \* b));

}

else {

printf("%0.6f\n", 1 - b / a);

}

}

else {

if (b == 0)

printf("1\n");

else

printf("0.5\n");

}

}

return 0;

}

**Решение Python**

for i in range(int(input())):

a,b = (map(int,input().strip().split(' ')))

if(b==0):

print(1)

elif(a==0):

print(.5)

elif(a<=4\*b):

print(((8\*b)+a)/16/b)

else:

print((a-b)/a)

|  |  |
| --- | --- |
| [K](https://codeforces.com/group/Vk6pDIfre6/contest/322714/problem/K) | [Мешок мышек](https://codeforces.com/group/Vk6pDIfre6/contest/322714/problem/K) |

Пусть на каком-то шаге итерации в мешке остается B черных и W белых мышек и вероятность попасть в это состояние равна P (изначально P = 1, W и B равны начальным значениям). Вероятность вытащить белую мышь на этом шаге равна P \* W / (B + W) (это уже не условная вероятность "при условии того, что мы находимся в этом состоянии", а абсолютная). Если очередь принцессы тянуть, то эта вероятность прибавляется к вероятности ее победы, если очередь дракона, вероятность победы принцессы не меняется. Для перехода на следующий шаг итерации нам нужно, чтобы игра не закончилась, то есть на текущем шаге вытащили черную мышь, и количество черных мышей уменьшилось, а вероятность попасть на новый шаг итерации умножилась на B / (B + W). Проитерировав так до того, как черные мыши закончатся, получим ответ.

Увы, мышки в мешке явно ведут себя не так флегматично, как шары. Это вносит элемент неопределенности — мы не знаем точно, в какое состояние перейдет игра после того, как дракон и принцесса вытянут своих мышей и перейдут на следующий этап игры. Поэтому решение должно быть рекурсивным (или динамическим программированием, кто как любит). Ходы принцессы и дракона обрабатываются аналогично, но после этого нужно скомбинировать результаты решения подзадач (W — 1, B — 2) и (W, B — 3). Код функции:

Сложность рекурсии с мемоизацией равна количеству разных пар аргументов, с которыми ее можно вызвать, т.е. O(WB).

**Решение С++**

map<pair<int, int>, double> memo;

double p\_win\_1\_rec(int W, int B) {

if (W <= 0) return 0;

if (B <= 0) return 1;

pair<int, int> args = make\_pair(W, B);

if (memo.find(args) != memo.end()) {

return memo[args];

}

// we know that currently it's player 1's turn

// probability of winning from this draw

double ret = W \* 1.0 / (W + B), cont\_prob = B \* 1.0 / (W + B);

B--;

// probability of continuing after player 2's turn

cont\_prob \*= B \* 1.0 / (W + B);

B--;

// and now we have a choice: the mouse that jumps is either black or white

if (cont\_prob > 1e-13) {

double p\_black = p\_win\_1\_rec(W, B - 1) \* (B \* 1.0 / (W + B));

double p\_white = p\_win\_1\_rec(W - 1, B) \* (W \* 1.0 / (W + B));

ret += cont\_prob \* (p\_black + p\_white);

}

memo[args] = ret;

return ret;

}

**Решение Python**

w, b = [int(i) for i in input().split()]

dp = [[-1 for i in range(b+1)] for j in range(w+1)]

def f(w, b):

#if w<0 or b<0:

# return 0

if w==0 and b==0:

return 0

if b<=0:

return 1

if w == 0:

return 0

if dp[w][b] != -1:

return dp[w][b]

ans = w/(w+b)

if w>=1 and b>=2:

ans += (b/(w+b))\*((b-1)/(w+b-1))\*((w/(w+b-2)) \* f(w-1, b-2))

if b>=3:

ans += (b/(w+b))\*((b-1)/(w+b-1))\*((b-2)/(w+b-2))\* f(w, b-3)

dp[w][b] = ans

return ans

print(f(w, b))